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ABSTRACT 

A good architectural design has a high contribution to the success of a system. In addition, this 
architectural design is useful for the Information Technology (IT) students as their basis of their 
software development of their capstone project. The utilization of inappropriate architecture can lead 
to disastrous consequences for IT student researchers. A detailed understanding of software 
architecture styles is very useful to analyze distributed and complex systems which is the trend of 
capstone projects. This paper explores the quality attributes of three architecture styles namely 
shared-nothing, broker, and representational state transfer, which are perceived as beneficial to 
distributed system architecture that serve as guide to student researchers. This is to provide a picture 
of the said three key software architecture styles which could be helpful not only for student 
researchers but also for the software developers by adding references to minimize the uncertainty 
while selecting the appropriate architectural style for their specific needs. An architectural style must 
be chosen correctly to obtain all its benefits in the system. In this paper, the three architectural styles 
are compared on the foundation of various quality attributes derived from ISO 9126-1 standard such 
as functionality, reliability, usability, efficiency, maintainability, and portability. The results of the 
study are useful to guide the student researchers in their capstone project and to reduce the number 
of unsuccessful attempts of software development component of their capstone project. 

Keywords: Architecture Styles, Broker architecture, Capstone Project, Shared-nothing, Software 

developer, Representational State Transfer (ReST) 
 

INTRODUCTION 

Capstone Project Mandates of ABET 
The Accreditation Board for Engineering and Technology (ABET, 2016) mandates an outcome-based 

evaluation of graduating engineers' competence to use technical and other professional skills to solving real-

world engineering challenges. Widespread implementation of capstone courses has assisted in the development 

and enhancement of these required skill sets (Omar, 2014).  

Engineering programs incorporate capstone projects to combine multi-disciplinary subjects and teach 

professional abilities that are difficult to convey in a standard lecture course. Due to the fact that these projects 

assist to transition students into professional engineers, they have a direct effect on the industry reputation and 

ranking of a university (Ward, 2013). 

Todd et al. (1995), who conducted a survey of capstone engineering courses in North America, discovered that 

many engineering programs use senior design/capstone-type courses to prepare students for engineering practice 

and that a significant number of institutions partner with industrial clients to sponsor capstone projects. They 

concluded that the intensive faculty investment produced competent engineering graduates, which was 

beneficial. 

In addition, the nation's present emphasis on preparing undergraduate students for engineering practice has 

attracted significant attention to the quality of capstone projects, which are used to evaluate the efficacy of an 

engineering degree. The emphasis on quality capstone projects is part of an effort not just to guarantee that 

graduates are adequately prepared for engineering practice, but also to raise and broaden the professional 

competence of the engineering workforce.  

Mosher (2015) suggested that in order to develop a high-quality capstone course for technology undergraduates, 

it is necessary to have appropriate scoping and planning of the project with the client beforehand, ownership and 

buy-in from students through controlled project and team selection, a high tolerance for ambiguity and 
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uncertainty as students work through the details of the project, and balanced methods of individual and group 

accountability. Literature demonstrates that thorough planning and execution are necessary for a successful 

capstone project. 

According to ABET(2016) stresses the importance of engineering programs that provide students with the skills 

necessary to recognize, articulate, and propose engineering solutions to solve industrial challenges as well as 

contemporary social or global concerns. In other words, ABET promotes the importance of cooperation, 

communication, and project-based engineering courses. The culminating courses are meant to help students 

develop and improve these specific skill sets (Franchetti, 2012). The engineering design process taught to 

students incorporates the development of analytical, critical thinking, synthesis, and communication skills, 

which are vital to the industry. 

Depending on the course or the general design of the program, capstone design projects may be undertaken 

independently or in groups. Since cooperation is regarded as an essential ability for success in the working 

world, the majority of capstone design courses require students to complete a design project in a group context 

(Zhou & Pazos, 2014).  

 

Software Architecture 
Software architecture is the core of software systems defining its sections and their connections (Yang et al., 

2021). One of the major design tasks in building enterprise applications is to design good software architecture 

(Kotusev et al., 2022). Software architecture is the structural solution that accomplishes the general technical 

and operational requirements for software developments (Bamhdi, 2021). Software architecture is part of the 

early design stage which comes just after specifying all the requirements in a certain project and just before the 

design phase (Tian et al., 2022). Software architects incorporate architectural styles in the planning and 

organizing of the components of a complete system to meet and achieve the requirements of the customer. 

Additionally, it was developed to solve common problems which arise in developing software systems. 

Foremost, software architecture decomposes a system into a group of different components and then develops 

components and related connectors, and finally selects an architecture style and pattern (Bamhdi, 2021). When 

the architecture style is specified, designers need to determine the extent to which features of the software 

architecture influence quality attributes. 

A quality attribute is the property of a system that can be tested and is used to indicate how well the system 

satisfies the needs of its stakeholders. Generally, software quality is considered during the early stage of the 

software development process, to lessen risks and to achieve the success of the overall software system (Sharma 

et al., 2015) like distributed systems. Also designing achievable architectural representations for detailed 

software system development, because it allows assessment of the different functional and non-functional 

properties of a designed system. 

Interrelating the computing services of different layers by multiple cloud providers is indispensable for 

overcoming the exponentially increasing demands of enterprises. Because of a highly dynamic and 

unpredictable environment, cloud providers have to face numerous challenges related to service provisioning of 

diversified applications while handling the critical management operations on resource layers. To set up 

interconnected clouds, proper configuration and uniform development of architectural components and 

protocols are required, which play an important role in management. Some studies proposed techniques to 

increase the capabilities of a standalone source. Capabilities that influence interconnected cloud computing 

management from multiple perspectives. The resource management features of architectural components are 

from several sources and maintaining service quality metrics in service provisioning. Numerous architectural 

projects are offered to illustrate the challenges and future perspectives (Latif et al., 2020). 

Architectural Approaches are to achieve a common goal as to very much popular today because of the many 

advantages which users can derive from it as mentioned by (Garcés et al., 2021) but the use of architectural 

approaches has decreased in the previous decade (Slavin, 2023). There are several architectural styles and 

patterns available today for distributed systems such as shared-nothing architecture, broker, and representational 

state transfer (Tian et al., 2022). Designers need to recognize which particular architecture style is suitable for a 

certain distributed project for them to successfully implement a software project. An architectural style must be 

chosen correctly to take advantage of all its benefits as applied in a distributed system. Fast release and delivery 

of next-generation software, which is the software industry's core goal these days, results in a mistake in the 

software development process (Yang et al., 2021). 

 

The Cagayan State University at glance 
The Cagayan State University (CSU) is the sole state university in the province of Cagayan and one of the top 

higher education institutions in Region 02 in the Philippines. The college is required by its charter to fulfill its 

thrusts in education, research, extension, and generation. The CSU is made up of 8 empowering campuses that 

are strategically located throughout the state in order to maximize its human and natural resources. Through the 

execution of its missions, it acts as a catalyst for regional growth by offering top-notch educational services, 
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conducting scientific research, and packaging, shipping, and commercializing technologies through outreach 

programs to the community (Cagayan State University | No.1 Philippines Government Medical College, 2021).  

 
Figure 1: The Map of Cagayan State University (source: (Cagayan State University | Official 

Website, n.d.) 
 

The fundamental goal of the university is to transform CSU into an agent of positive change that enhances the 

quality of life for both individuals and communities. The one-liner vision effectively conveys the deep 

significance and ultimate goal of the university's joint efforts and educational goals. Through excellent 

instruction and creative research, development, production, and extension, Cagayan State University aims to 

alter individuals' lives as well as those of their communities. The Cagayan State University, a reputable and 

eminent center of higher learning in Northern Luzon, is dedicated to enhancing the quality of life for individuals 

and communities by offering advanced education in the humanities, agriculture, and natural sciences as well as 

in technological and professional fields. This is done by delivering high-quality instruction and implementing 

cutting-edge research, resource mobilization, and extension methods. By offering high-quality education and 

training through instruction, research, extension, and manufacturing, CSU principally contributes to President 

Aquino's Social Contract to the Filipino people. (Cagayan State University | Official Website, n.d.) 

They are guided by the core values like Competence, Critical Thinker, Creative Problem -Solver, Competitive 

Performer: Nationally, Regionally and Globally, Social Responsibility, Sensitive to Ethical Demands, Steward 

of the Environment for Future Generations, Social Justice and Economic Equity Advocate. (Cagayan State 

University | Official Website, n.d.) 

One of the campuses that offers Bachelor’s degree in Information Technology was the Sanchez-Mira Campus. 

There are more than 100 students under this college from 2019-up to present. They also produced graduates who 

landed a good job related to their fields. The college requires capstone course of students before graduation. A 

total of 14 groups who were not successful in presenting their capstone projects due to failure to meet the 

development requirements, very poor features of the system, improper implementation of the software 

methodology and poor database design.  

This reason motivated the researchers to come up with the inclusive educational study to prevent the 

unsuccessful capstone project. It provided a picture of the said three key software architecture styles for 

distributed systems which could be helpful for software developers by adding references to minimize the 

uncertainty while selecting the appropriate architectural style for their specific needs. All the architectural styles 

are compared based on various quality attributes based on ISO 9126-1 which include functionality, reliability, 

usability, efficiency, maintainability, and portability. Many businesses require dependable software architectures 

to meet the quality demands of new developing technologies which is the possible target beneficiaries of the 

student researchers. 

 

METHODOLOGY 

This section describes the process used for performing a systematic literature review of identifying Software 

Architectural Styles and Patterns. A literature review to assess the collective evidence in particular work by 

(Snyder, 2019) mainly indeed in Google Scholar, Scopus, and Web ok Knowledge, was conducted. It involves 

a thorough review of the existing studies in the area of architecture Software Architectural Styles and Patterns. 

In performing the review, guidelines by Banijamali et al. (2020), the review was based on articles concerning 

Software Architectural Styles and Patterns. From the research questions, this study derived the keywords. The 
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keywords were software architecture, architecture for distributed systems, architecture patterns, and styles. 

The search of the literature on software architecture was not established within a period although most of them 

date from the five four years. Case reports, review articles, and studies found by keywords and the references 

taken from the bibliography were short-listed, as well as architectures definitions. A total of 22 candidate 

software architectures were initially reviewed, however, only fifteen of them met the study requirements. 

These requirements refer to the description of the software architecture for the distributed system used as the 

basis for something which is being constructed.  

Each of the remaining papers was read in its entirety. Although there is a large body of research related to 

software architecture in a broader Information Technology context, the papers presented in this literature 

review are those specifically related to software architecture for distributed systems. After reading each of the 

selected papers, only 3 remained which are in Table 1 contains a list of the papers included in this literature 

review.   

 

Table 1. List of Included Publications 
ID Description Study type Focus Paper 

P1 The Broker Architectural 

Framework 

Case Study complex software system (Varadharajan et 

al., 2022) 

P2 Shared-Nothing 

Architecture 

 

Case Study Web applications have an 

application server, such as 

Tomcat, Apache + Mod_PHP 

(Enia & Martella, 

2019) 

P3 Applying representational 

state transfer (REST) 

architecture to archetype-

based electronic health 

record systems 

Case Study Electronic Health Records 

(EHRs) 

 (Sundvall et al., 

2013) 

 

 

RESULTS AND DISCUSSIONS 

Architecture Styles and Patterns 

Managing shared memory windows can achieve performance levels comparable to state-of-the-art Message 

Passing Interface (MPI) implementations (Quaranta & Maddegedara, 2021), thus lowering volatility in 

execution times and boosting process synchronization, especially in conditions with many nodes (Quaranta & 

Maddegedara, 2021b). Where service-oriented architecture is the most frequently applied and most investigated 

style and among all applicable quality attributes such as scalability, timeliness, and security. In addition, 

analyses of the relationship between architectural patterns, styles, views, and evaluation methodologies 

concerning different quality attributes and application areas. (Banijamali et al., 2020b) are the challenges that 

need to address.  Thus, to address these challenges, software architecture style has become a necessary 

discipline. Architectures are used to develop a thorough understanding of the system and to ensure acceptable 

quality.  

 

Architectural Styles in Application Type 

Different architectural styles such as software development, Shared Memory, Messaging, Structure, adapt 

systems, and Modern System are used in distributed systems. Designing software needs a careful selection that 

supports the understanding of defined architectural approaches across sites.  

Shared Memory introduced the capacity to run large-scale simulations with realistic particle shapes on platforms 

readily accessible to many (Park et al., 2021). A big data tool built upon for computing framework to boost the 

performance and to implement a scalable error correction algorithm intended for built using commodity 

hardware (Expósito et al., 2020). 

Distributed System is used as a solution to a model that requires long run times and large memory usage for it 

strongly limiting its application [20]. Distributed Real-Time Architecture platform services for the development 

of applications establish end-to-end channels over hierarchical, heterogeneous, and mixed-criticality networks 

respecting mixed-criticality safety and security requirements (Obermaisser, 2018). 

Messaging bridge the gap between the abstract representation of communication styles and technologies, 

stakeholders, and a multitude of application domains (Rouland et al., 2020) where data from new documents is 

used to create new models, and big data analytics services are used to handle the growing data volumes in all 

datasets and infer new knowledge from the connected data sources. (Sadek et al., 2022) also, Communication 

mechanisms are critical for architecture implementation. For various frameworks, many deployment 

mechanisms and communication patterns appear to be useful. 

Adaptable Systems for the architectural style realize flexibility, where its unit adapts behavior and interactions 
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to operating conditions and copes with another unit (Weyns & Oquendo, 2019) for a system can adapt to a 

change in its environment (Farshidi et al., 2020) and several interacting cooperatively perform the system tasks 

(Affonso et al., 2019). Also, an important way to support the development, standardization, and evolution of 

software systems that aims to support the development of such applications.  

Modern System distributed monitoring for reconfigurable computer systems offers nonstop status diagnostics of 

the computational unit mechanisms for saving the low-productive periods of equipment and for minimization of 

problems worst-case conditions are sensed (Danilov et al., 2016). 

 

Broker architecture 

A broker architecture pattern is used to structure distributed systems by decoupling components that interact by 

remote service innovations (Ekblom, 2011). Also, a data integration framework is designed to dynamically 

retrieve and transform heterogeneous data from different sources into a common format to provide an integrated 

view. Likewise, communication is matched by the component which is responsible for the forwarding of the 

client’s request to the server and the transmission of results and exceptions (Gruner et al., 2021).  

To solve issues with the pattern addresses to large scale system were scaling too many components; such as 

components must be decoupled and distributed; where more services are required for adding, removing, 

activating, locating components at run time; and where designers of individual components should not need to 

know about the others, Brokers are being used to mediate between clients and servers; clients send requests to a 

broker; brokers locate appropriate servers, forward requests and relay results back to clients; and allow client-

side or server-side proxies.  Likewise, a digital assistance platform based on an adaptive workflow architecture 

is designed to individualize worker assistance. This demands a set of operators to adapt the underlying sequence 

flow and task instructions expressed as workflow models to individualize the resulting assistive action 

(Oestreich et al., 2021). Lastly, implementation of this architecture includes the Common Object Request 

Broker Architecture (CORBA) and OLE/DCOM/Active X. Multi-agent systems are often coordinated through 

brokers such as JADE that provide a standard mechanism for relaying messages, based on a high-level 

communication protocol. Individual agents may be implemented in any language as long as they can 

input/output according to the protocol. See Figure 2 for Broker Architecture. 

 

 
Figure 2: Broker Architecture: Static Diagram (Farshidi et al., 2020b) 

 

A shared-nothing architecture 

The Shared Nothing architecture is a distributed computing architecture where nodes are networked to form a 

scalable system (C. C. Yang et al., 2008). In its environment, each of the systems has its private memory and 

other available disks.  

The study of (Sievi-Korte et al., 2019) described that the clustered processors correspond by passing messages 

through a network that interconnects the computers and requests from clients are automatically routed to the 
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system that possesses the resource. Only one of the clustered systems has sole access to and responsibility for a 

particular resource at a time.  

 In figure 3, each node has its private memory (RAM), processor (CPU), and storage devices (Disk) which are 

independent of any other node in the configuration which means that every node stores its lock table and buffer 

pool. (Karabey Aksakalli et al., 2021) 

 

 
Figure 3: Shared Nothing Architecture (“6 Distributed Systems,” 1987) 

 

The study of (Ramirez et al., 2018) identified three of the most popular databases that support a shared-nothing 

model using different strategies. The first one is the Oracle which operates Range & Hash portioning of tables 

on shared-nothing (Bednar J & Robertson. D, 2006). Oracle uses a table and table space level segregation of 

data based either on a hashing algorithm or a range of key values. Another implementation of a shared-nothing 

model is the DB2 UDB. A partition key is being used to partition the data. Each partition is assigned by rows, 

and each partition has entire control of that row. If another partition wishes to read or update a row, it must send 

the request to the owning partition and then the owning partition executes the command on behalf of the 

requestor. Finally, the third application is the SQL Server which utilizes distributed partitioned views to 

implement the shared-nothing architecture. 

 

Representational State Transfer (ReST) Architecture 

Representational State Transfer (REST) is an architecture style that was originally designed by Fielding in the 

early 1990s to support the high performance and scalability requirements of the hypermedia environment and as 

a suggestion to redesign the use of the Hypertext Transfer Protocol and the Uniform Resource Identifier’s 

(Whang et al., 2020). The World Wide Web represents the largest execution of a system compliant with the 

REST architectural style. 

The study of (Lee, S., 2011) discussed that REST behaves like a virtual state machine, where the state transition 

happens when the user selects links, resulting in the next stage of the application being transferred to the user. In 

addition, they provided emphasized that the key characteristic of the REST architecture is that it takes a 

“resource view” of the world. They also described the RESTful principles which are as follows: P1: Resource 

can be identified by a URI; P2: Separation of the abstract resource and its concrete representations; P3: Stateless 

interaction, each interaction contains all the necessary context information and meta-data; P4: Small number of 

operations, with distinct semantics based on HTTP methods: safe operations; non-safe, idempotent operations 

and non-safe, non-idempotent operation (Post); P5: Idempotent operations and representation metadata support 

cache; P6: Promote the presence of intermediaries such as proxies, gateways or filters to alter or restrict request 

and response based on metadata.  

RESTs functionality leads to four main subjects (Rajan, S, 2010) such as resources, representations, uniform 

interface, and State transfer. Resources are given an exclusive identity with a URI. Data sent to or from the 

resource is designed as a representation. And a set of uniform methods operates the resource. The 

communication is stateless but the client keeps a state of its workflow by navigating different resources, while 

the server tracks the state of the values of the resources. 

 

Quality Attributes 
Software quality in use (QinU) is the perception of software in its context of use (Williamson et al., 2022). In 

the context of software measurement, ISO/IEC/IEEE 15939 (Souza-Pereira et al., 2022) identifies a process 

including the definition of a suitable set of measures that address specific information needs, but it does not 
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provide the set of measures to be used as part of the measurement plan. (Souza-Pereira et al., 2022b) despite the 

importance that quality has in the development of successful software products (Anon, 2021a), the management 

of quality requirements is still an open challenge (López et al., 2022) Software quality improvement by 

enhancing software engineering, advanced software testing, and improvement still with shortcomings (Kokol P, 

2021). Thus, measures of quality assurance are determined by standards of software quality lifecycle and a 

quality model with defined parameters for quality evaluation.  

Several models, like, Boehm's, McCall's, FURPS, ISO 9126, and Dromey's, have been developed for quality 

evaluation using hierarchically related characteristics of quality indicators (Yadav, 2020). Assessing software 

products involves quality models of a wide range from simple hierarchic decomposition techniques to complex 

meta-models to cope with the abstract notion of software quality (Galli et al., 2021). 

The definition of the quality attributes (Tian et al., 2022) of the ISO 9126-1 standard for software quality 

measurement which was used to compare the three software architecture styles is shown in Table 2. 

 

Table 2: Characteristics and Sub-Characteristics of ISO 9126-1 Quality Model (Castillo-Salinas et 
al., 2020) 

Attributes Definitions Sub-Characteristics 

Functionality The capability of the software product to 

provide functions that meet stated and 

implied needs when the software is used 

under specified conditions (Ikram, A,  

Masood, I, Sarfraz, T & Amjad, T, 2021). 

Suitability, Accuracy, 

Interoperability, Security, 

Compliance 

Reliability The capability of the software product to 

maintain its level of performance under stated 

conditions for a stated period (Ikram, A,  

Masood, I, Sarfraz, T & Amjad, T, 2021). 

Maturity, Fault tolerance, 

Recoverability, Compliance 

Usability The capability of the software product to be 

understood, learned, used and attractive to the 

user, when used under specified conditions 

(Zhu & · H.Pham, 2018). 

Understandability, 

Learnability, Operability 

Compliance 

Efficiency The capability of the software product to 

provide appropriate performance, relative to 

the number of resources used, under stated 

conditions (Babo et al., 2021) 

Time behavior  

Resource behavior  

Compliance 

Maintainability The capability of the software product to be 

modified. Modifications may include 

corrections, improvements, or adaptations of 

the software to changes in the environment 

and the requirements and functional 

specifications (Fitrisia & Hendradjaya, 2014)  

Analysability, Changeability 

Stability, Testability 

Compliance 

Portability The capability of the software product to be 

transferred from one environment to another. 

The environment may include organizational, 

hardware, or software environment (Fitrisia & 

Hendradjaya, 2014) 

Adaptability, Installability  

Co-existence, Replaceability  

Compliance 

 

Comparison of the Architecture Styles 
Table 3 summarizes the comparison of the three architecture styles utilized for distributed systems. They were 

being compared in terms of functionality, reliability, usability, efficiency, maintainability, and portability.  

 

Table 3: Summary of the comparison of the architecture styles for distributed systems 
 Broker Shared-nothing REST 

Functionality + + + 

Reliability - - + ++ 

Usability + + + 

Efficiency - - + + 

Maintainability + ++ - - 
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Portability ++ + ++ 

 

Legend: 

 

Attribute 

Remarks 

Measure 

++ The attribute (or sub-characteristic) is an asserted advantage of the 

architectural style 

+ At least one of the sub-characteristics is evident in the application of the 

architecture style to distributed systems 

- No sub-characteristic is evident in the application of the architecture style 

to distributed systems 

- - The attribute (or sub-characteristic) is an asserted disadvantage of the 

architectural style 

 

Based on table 3, the broker architecture style is easy to maintain because of its flexibility. It allows dynamic 

change, addition, deletion, and relocation of objects and automatic activation of applications to scale with the 

message volume. The advantages of this style are that it is high in portability because the components can be 

written in different programming languages and related message locking allows more than one instance of an 

application to process messages from the same queue without explicit synchronization. The functionality and 

usability of the style are due to the database integration enhancing application performance and simplifying 

administration. On the other hand, reliability and efficiency are restricted for this style because of indirection, 

high communications cost, and low fault tolerance which may need object replication to create higher fault 

tolerance.   

Shared nothing architecture has high reliability because of its advantage versus a central entity that controls the 

network eliminating any single point of failure and allowing self-healing capabilities. Fault tolerance is lofty for 

failure is local. That if one node fails, the others stay up. Shared nothing is popular for web development 

because of its scalability allowing almost infinitely simply by adding nodes in the form of inexpensive 

computers, since there is no single bottleneck to slow the system down. This makes the shared-nothing 

architecture easy to maintain. Moreover, its portability provides an advantage. With its offering of non-

disruptive upgrades, there is no need for reboots for it does not require the whole system to be rebooted when 

the update process completes. For these reasons (Enia & Martella, 2019) claimed that shared-nothing systems 

have no apparent disadvantages compared to the other alternatives. 

On the other hand, the ReST style is very simple which made it easy to use. It advocates that information should 

be logically divided into linked resources where each resource is identified by a URI, and where operations on 

the resources are performed by the methods of HTTP. Content negotiation is used to deliver different types of 

representations of the resources to the clients which makes a REST-based system efficient (Banijamali et al., 

2020). Reliability and portability are the advantages of this style by reusing components that can be managed 

and updated without affecting the system as a whole. If deployed over HTTP it gets supported by every major 

programming language and strengthens by well-tested technology, resulting in a system that is ready for work 

without requiring heavy machinery. The disadvantage of REST becomes apparent when sensitive information is 

transferred in a more complex system where the developer must strongly consider implementing encryption at 

the application layer. Because representations are chunks of data, the developer cannot request only parts of a 

document which makes the ReST architecture style hard to maintain. 

 

CONCLUSIONS  

This study provides a picture of shared-nothing, broker, and representational state transfer (REST) architecture 

styles which are all perceived to be important in distributed system development. The results served as guide not 

only for system developers but for student researchers. All above discussed architectural styles are compared 

based on quality attributes such as functionality, reliability, usability, efficiency, maintainability, and portability. 

Each of which has its qualities and demerits. One style may not fit all types of applications. Quality attributes 

should be considered depending on the priority and needs of the application. This paper could be further 

extended with more comprehensive and wide-ranging coverage of all these techniques along with their recent 

developments. The study's findings can help student researchers complete their capstone projects more 

successfully and with fewer failed attempts at the software development portion of their capstone projects.  
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